Javascript Object Methods

**Summary**: in this tutorial, you’ll learn about the JavaScript object methods and how to define methods for an object.

Introduction to the JavaScript object methods

An object is a collection of key/value pairs or [properties](https://www.javascripttutorial.net/javascript-object-properties/). When the value is a function, the property becomes a method. Typically, you use methods to describe the object behaviors.

For example, the following adds the greet method to the person object:

let person = {

firstName: 'John',

lastName: 'Doe'

};

person.greet = function () {

console.log('Hello!');

}

person.greet();

Code language: JavaScript (javascript)

Output:

Hello!

In this example:

* First, use a function expression to define a function and assign it to the greet property of the person object.
* Then, call the method greet() method.

Besides using a function expression, you can define a function and assign it to an object like this:

let person = {

firstName: 'John',

lastName: 'Doe'

};

function greet() {

console.log('Hello, World!');

}

person.greet = greet;

person.greet();

Code language: JavaScript (javascript)

In this example:

* First, define the greet() function as a regular function.
* Second, assign the function name to the the greet property of the person object.
* Third, call the greet() method.

Object method shorthand

JavaScript allows you to define methods of an object using the object literal syntax as shown in the following example:

let person = {

firstName: 'John',

lastName: 'Doe',

greet: function () {

console.log('Hello, World!');

}

};

Code language: JavaScript (javascript)

ES6 provides you with the [concise method syntax](https://www.javascripttutorial.net/es6/object-literal-extensions/) that allows you to define a method for an object:

let person = {

firstName: 'John',

lastName: 'Doe',

greet() {

console.log('Hello, World!');

}

};

person.greet();

Code language: JavaScript (javascript)

This syntax looks much cleaner and less verbose.

The this value

Typically, methods need to access other properties of the object.

For example, you may want to define a method that returns the full name of the person object by concatenating the first name and last name.

Inside a method, the this value references the object that invokes the method. Therefore, you can access a property using the this value as follows:

this.propertyName

Code language: JavaScript (javascript)

The following example uses the this value in the getFullName() method:

let person = {

firstName: 'John',

lastName: 'Doe',

greet: function () {

console.log('Hello, World!');

},

getFullName: function () {

return this.firstName + ' ' + this.lastName;

}

};

console.log(person.getFullName());

Code language: JavaScript (javascript)

Output

'John Doe'

Code language: JavaScript (javascript)

Check out [this tutorial](https://www.javascripttutorial.net/javascript-this/) for more information on [this](https://www.javascripttutorial.net/javascript-this/) value.

Summary

* When a function is a property of an object, it becomes a method.

JavaScript Constructor Function

**Summary**: in this tutorial, you’ll learn about the JavaScript constructor function and how to use the new keyword to create an object.

Introduction to JavaScript constructor functions

In the [JavaScript objects tutorial](https://www.javascripttutorial.net/javascript-objects/), you learned how to use the object literal syntax to create a new object.

For example, the following creates a new person object with two properties firstName and lastName:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

In practice, you often need to create many similar objects like the person object.

To do that, you can use a constructor function to define a custom type and the new operator to create multiple objects from this type.

Technically speaking, a constructor function is a regular [function](https://www.javascripttutorial.net/javascript-function/) with the following convention:

* The name of a constructor function starts with a capital letter like Person, Document, etc.
* A constructor function should be called only with the new operator.

Note that ES6 introduces the [class](https://www.javascripttutorial.net/es6/javascript-class/) keyword that allows you to define a custom type. And classes are just syntactic sugar over the constructor functions with some enhancements.

The following example defines a constructor function called Person:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

In this example, the Person is the same as a regular function except that its name starts with the capital letter P.

To create a new instance of the Person, you use the new operator:

let person = new Person('John','Doe');

Code language: JavaScript (javascript)

Basically, the new operator does the following:

* Create a new empty object and assign it to the this variable.
* Assign the arguments 'John' and 'Doe' to the firstName and lastName properties of the object.
* Return the this value.

It’s functionally equivalent to the following:

function Person(firstName, lastName) {

*// this = {};*

*// add properties to this*

this.firstName = firstName;

this.lastName = lastName;

*// return this;*

}

Code language: JavaScript (javascript)

Therefore, the following statement:

let person = new Person('John','Doe');

Code language: JavaScript (javascript)

… returns the same result as the following statement:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

However, the constructor function Person allows you to create multiple similar objects. For example:

let person1 = new Person('Jane','Doe')

let person2 = new Person('James','Smith')

Code language: JavaScript (javascript)

Adding methods to JavaScript constructor functions

An object may have methods that manipulate its data. To add a method to an object created via the constructor function, you can use the this keyword. For example:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

this.getFullName = function () {

return this.firstName + " " + this.lastName;

};

}

Code language: JavaScript (javascript)

Now, you can create a new Person object and invoke the getFullName() method:

let person = new Person("John", "Doe");

console.log(person.getFullName());

Code language: JavaScript (javascript)

Output:

John Doe

The problem with the constructor function is that when you create multiple instances of the Person, the this.getFullName() is duplicated in every instance, which is not memory efficient.

To resolve this, you can use the [prototype](https://www.javascripttutorial.net/javascript-prototype/) so that all instances of a custom type can share the same methods.

Returning from constructor functions

Typically, a constructor function implicitly returns this that set to the newly created object. But if it has a return statement, then here’s are the rules:

* If return is called with an object, the constructor function returns that object instead of this.
* If return is called with a value other than an object, it is ignored.

Calling a constructor function without the new keyword

Technically, you can call a constructor function like a regular function without using the new keyword like this:

let person = Person('John','Doe');

Code language: JavaScript (javascript)

In this case, the Person just executes like a regular function. Therefore, the this inside the Person function doesn’t bind to the person variable but the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/).

If you attempt to access the firstName or lastName property, you’ll get an error:

console.log(person.firstName);

Code language: CSS (css)

Error:

TypeError: Cannot read property 'firstName' of undefined

Code language: JavaScript (javascript)

Similarly, you cannot access the getFullName() method since it’s bound to the global object.

person.getFullName();

Code language: CSS (css)

Error:

TypeError: Cannot read property 'getFullName' of undefined

Code language: JavaScript (javascript)

To prevent a constructor function to be invoked without the new keyword, ES6 introduced the [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) property.

If a constructor function is called with the new keyword, the new.target returns a reference of the function. Otherwise, it returns undefined.

The following adds a statement inside the Person function to show the new.target to the console:

function Person(firstName, lastName) {

console.log(new.target);

this.firstName = firstName;

this.lastName = lastName;

this.getFullName = function () {

return this.firstName + " " + this.lastName;

};

}

Code language: JavaScript (javascript)

The following returns undefined because the Person constructor function is called like a regular function:

let person = Person("John", "Doe");

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

However, the following returns a reference to the Person function because it’s called with the new keyword:

let person = new Person("John", "Doe");

Code language: JavaScript (javascript)

Output:

[Function: Person]

Code language: JSON / JSON with Comments (json)

By using the new.target, you can force the callers of the constructor function to use the new keyword. Otherwise, you can throw an error like this:

function Person(firstName, lastName) {

if (!new.target) {

throw Error("Cannot be called without the new keyword");

}

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

Alternatively, you can make the syntax more flexible by creating a new Person object if the users of the constructor function don’t use the new keyword:

function Person(firstName, lastName) {

if (!new.target) {

return new Person(firstName, lastName);

}

this.firstName = firstName;

this.lastName = lastName;

}

let person = Person("John", "Doe");

console.log(person.firstName);

Code language: JavaScript (javascript)

This pattern is often used in JavaScript libraries and frameworks to make the syntax more flexible.

Summary

* JavaScript constructor function is a regular function used to create multiple similar objects.

JavaScript Prototype

**Summary**: in this tutorial, you’ll learn about the JavaScript prototype and how it works under the hood.

Introduction to JavaScript prototype

In JavaScript, objects can inherit features from one another via **prototypes**. Every object has its own property called prototype.

Because a prototype itself is also another object, the prototype has its own prototype. This creates a something called **prototype chain**. The prototype chain ends when a prototype has [null](https://www.javascripttutorial.net/object/javascript-null/) for its own prototype.

Suppose you have an object person with a property called name:

let person = {'name' : 'John'}

Code language: JavaScript (javascript)

When examining the person object in the console, you’ll find that the person object has a property called prototype denoted by the [[Prototype]]:
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The prototype itself is an object with its own properties:
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When you access a property of an object, if the object has that property, it’ll return the property value. The following example accesses the name property of the person object:
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It returns the value of the name property as expected.

However, if you access a property that doesn’t exist in an object, the JavaScript engine will search in the prototype of the object.

If the JavaScript engine cannot find the property in the object’s prototype, it’ll search in the prototype’s prototype until either it finds the property or reaches the end of the prototype chain.

For example, you can call the toString() method of the person object like this:
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The toString() method returns the string representation of the person object. By default, it’s [object Object] which is not obvious.

Note that when a [function](https://www.javascripttutorial.net/javascript-function/) is a value of an object’s property, it’s called a method. Therefore, a method is a property with value as a function.

In this example, when we call the toString() method on the person object, the JavaScript engine finds it in the person object. Because the person object doesn’t have the toString() method, it’ll search for the toString() method in the person’s prototype object.

Since the person’s prototype has the toString() method, JavaScript calls the toString() of the person’s prototype object.
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JavaScript prototype illustration

JavaScript has the built-in Object() function. The [typeof](https://www.javascripttutorial.net/javascript-typeof/) operator returns 'function' if you pass the Object function to it. For example:

typeof(Object)

Code language: JavaScript (javascript)

Output:

'function'

Code language: JavaScript (javascript)

Please note that Object() is a function, not an object. It’s confusing if this is the first time you’ve learned about the JavaScript prototype.

Also, JavaScript provides an anonymous [object](https://www.javascripttutorial.net/javascript-objects/) that can be referenced via the prototype property of the Object() function:

console.log(Object.prototype);

Code language: JavaScript (javascript)

[![](data:image/png;base64,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)](https://www.javascripttutorial.net/wp-content/uploads/2021/01/JavaScript-Prototype-Object.prototype.png)

The Object.prototype object has some useful [properties](https://www.javascripttutorial.net/javascript-object-properties/) and [methods](https://www.javascripttutorial.net/javascript-object-methods/) such as toString() and valueOf().

The Object.prototype also has an important property called constructor that references the Object() function.

The following statement confirms that the Object.prototype.constructor property references the Object function:

console.log(Object.prototype.constructor === Object); *// true*

Code language: JavaScript (javascript)

Suppose a circle represents a function and a square represents an object. The following picture illustrates the relationship between the Object() function and the Object.prototype object:

First, define a [constructor function](https://www.javascripttutorial.net/javascript-constructor-function/) called Person as follows:

function Person(name) {

this.name = name;

}

Code language: JavaScript (javascript)

In this example, the Person() function accepts a name argument and assigns it to the name property of the this object.

Behind the scenes, JavaScript creates a new function Person() and an anonymous object:

Like the Object() function, the Person() function has a property called prototype that references an anonymous object. And the anonymous object has the constructor property that references the Person() function.

The following shows the Person() function and the anonymous object referenced by the Person.prototype:

console.log(Person);

console.log(Person.prototype);

Code language: CSS (css)
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In addition, JavaScript links the Person.prototype object to the Object.prototype object via the [[Prototype]], which is known as a *prototype linkage*.

The prototype linkage is denoted by [[Prototype]] in the following figure:

Defining methods in the JavaScript prototype object

The following defines a new method called greet() in the Person.prototype object:

Person.prototype.greet = function() {

return "Hi, I'm " + this.name + "!";

}

Code language: JavaScript (javascript)

In this case, the JavaScript engine adds the greet() method to the Person.prototype object:

The following creates a new instance of the Person :

let p1 = new Person('John');

Code language: JavaScript (javascript)

Internally, the JavaScript engine creates a new object named p1 and links the p1 object to the Person.prototype object via the prototype linkage:

The link between p1, Person.prototype, and Object.protoype is called a *prototype chain*.

The following calls the greet() method on the p1 object:

let greeting = p1.greet();

console.log(greeting);

Code language: JavaScript (javascript)

Because p1 doesn’t have the greet() method, JavaScript follows the prototype linkage and finds it on the Person.prototype object.

Since JavaScript can find the greet() method on the Person.prototype object, it executes the greet() method and returns the result:

The following calls the toString() method on the p1 object:

let s = p1.toString();

console.log(s);

Code language: JavaScript (javascript)

In this case, the JavaScript engine follows the prototype chain to look up for the toString() method in the Person.prototype.

Because the Person.prototype doesn’t have the toString() method, the JavaScript engine goes up to the prototype chain and searches for the toString() method in the Object.prototype object.

Since JavaScript can find the toString() method in the Object.prototype, it executes the toString() method.

If you call a method that doesn’t exist on the Person.prototype and Object.prototype object, the JavaScript engine will follow the prototype chain and throw an error if it cannot find the method. For example:

p1.fly();

Code language: CSS (css)

Because the fly() method doesn’t exist on any object in the prototype chain, the JavaScript engine issues the following error:

TypeError: p1.fly is not a function

Code language: JavaScript (javascript)

The following creates another instance of the Person whose name property is 'Jane':

let p2 = new Person('Jane');

Code language: JavaScript (javascript)

The p2 object has the properties and methods as the p1 object.

In conclusion, when you define a method on the prototype object, this method is shared by all instances.

Defining methods in an individual object

The following defines the draw() method on the p2 object.

p2.draw = function () {

return "I can draw.";

};

Code language: JavaScript (javascript)

The JavaScript engine adds the draw() method to the p2 object, not the Person.prototype object:

It means that you can call the draw() method on the p2 object:

p2.draw();

Code language: CSS (css)

But you cannot call the draw() method on the p1 object:

p1.draw()

Code language: CSS (css)

Error:

TypeError: p1.draw is not a function

Code language: JavaScript (javascript)

When you define a method in an object, the method is only available to that object. It cannot be shared with other objects by default.

Getting prototype linkage

The \_\_proto\_\_ is pronounced as dunder proto. The \_\_proto\_\_ is an [accessor property](https://www.javascripttutorial.net/javascript-object-properties/) of the Object.prototype object. It exposes the internal prototype linkage ( [[Prototype]]) of an object through which it is accessed.

The \_\_proto\_\_ has been standardized in [ES6](https://www.javascripttutorial.net/es6/) to ensure compatibility for web browsers. However, it may be deprecated in favor of Object.getPrototypeOf() in the future. Therefore, you should never use the \_\_proto\_\_ in your production code.

The  p1.\_\_proto\_\_ exposes the [[Prototype]] that references the Person.prototype object.

Similarly, p2.\_\_proto\_\_ also references the same object as p1.\_\_proto\_\_:

console.log(p1.\_\_proto\_\_ === Person.prototype); *// true*

console.log(p1.\_\_proto\_\_ === p2.\_\_proto\_\_); *// true*

Code language: JavaScript (javascript)

As mentioned earlier, you should use the Object.getPrototypeOf() method instead of the \_\_proto\_\_. The Object.getPrototypeOf() method returns the prototype of a specified object.

console.log(p1.\_\_proto\_\_ === Object.getPrototypeOf(p1)); *// true*

Code language: JavaScript (javascript)

Another popular way to get the prototype linkage is when the Object.getPrototypeOf() method is not available is via the constructor property as follows:

p1.constructor.prototype

Code language: CSS (css)

The p1.constructor returns Person, therefore, p1.constructor.prototype returns the prototype object.

Shadowing

See the following method call:

console.log(p1.greet());

Code language: CSS (css)

The p1 object doesn’t have the greet() method defined, therefore JavaScript goes up to the prototype chain to find it. In this case, it can find the method in the Person.prototype object.

Let’s add a new method to the object p1 with the same name as the method in the Person.prototype object:

p1.greet = function() {

console.log('Hello');

}

Code language: JavaScript (javascript)

And call the greet() method:

console.log(p1.greet());

Code language: CSS (css)

Because the p1 object has the greet() method, JavaScript just executes it immediately without looking it up in the prototype chain.

This is an example of shadowing. The greet() method of the p1 object shadows the greet() method of the prototype object which the p1 object references.

Summary

* The Object() function has a property called prototype that references a Object.prototype object.
* The Object.prototype object has all properties and methods which are available in all objects such as toString() and valueOf().
* The Object.prototype object has the constructor property that references the Object function.
* Every function has a prototype object. This prototype object references the Object.prototype object via [[prototype]] linkage or \_\_proto\_\_ property.
* The prototype chain allows one object to use the methods and properties of its prototype objects via the [[prototype]] linkages.
* The Object.getPrototypeOf() method returns the prototype object of a given object. Do use the Object.getPrototypeOf() method instead of \_\_proto\_\_.

JavaScript Constructor/Prototype Pattern

**Summary**: in this tutorial, you’ll learn how to use the JavaScript constructor/Prototype pattern to define a custom type in ES5.

Introduction to the JavaScript Constructor / Prototype pattern

The combination of the [constructor](https://www.javascripttutorial.net/javascript-constructor-function/)and [prototype](https://www.javascripttutorial.net/javascript-prototype/) patterns is the most common way to define custom types in ES5. In this pattern:

* The constructor pattern defines the object properties.
* The prototype pattern defines the object methods.

By using this pattern, all objects of the custom type share the methods defined in the prototype. Also, each object has its own properties.

This constructor/prototype pattern takes the best parts of both constructor and prototype patterns.

JavaScript Constructor / Prototype example

Suppose that you want to define a custom type called Person that has:

* Two properties firstName and lastName
* One method getFullName()

First, use the [constructor function](https://www.javascripttutorial.net/javascript-constructor-function/) to initialize the properties:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

Behind the scene, the JavaScript engine defines a Person function denoted by the circle and an anonymous object denoted by the square.

The Person function has the prototype property that references an anonymous object. The anonymous object has a constructor property that references the Person function:

Second, define the getFullName() method in the prototype object of the Person function:

Person.prototype.getFullName = function () {

return this.firstName + ' ' + this.lastName;

};

Code language: JavaScript (javascript)

JavaScript defines the getFullName() method on the Person.prototype object like this:

Third, create multiple instances of the Person type:

let p1 = new Person("John", "Doe");

let p2 = new Person("Jane", "Doe");

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

Output:

'John Doe'

'Jane Doe'

Code language: JavaScript (javascript)

Javascript creates two objects p1 and p2. These objects link to the Person.prototype object via the [[Prototype]] linkage:

Each object has its own properties firstName and lastName. However, they share the same getFullName() method.

When you call the getFullName() method on the p1 or p2 object, the JavaScript engine searches for the method on these objects. Because the JavaScript engine doesn’t find the method there, it follows the prototype linkage and searches for the method in the Person.prototype object.

Because the Person.prototype object has the getFullName() method, JavaScript stops searching and executes the method.

Put it all together:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Person.prototype.getFullName = function () {

return this.firstName + ' ' + this.lastName;

};

let p1 = new Person('John', 'Doe');

let p2 = new Person('Jane', 'Doe');

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

Classes in ES6

ES6 introduces the [class](https://www.javascripttutorial.net/es6/javascript-class/) keyword that makes the constructor/prototype pattern easier to use. For example, the following uses the class keyword to define exactly the same Person type:

class Person {

constructor(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

getFullName() {

return this.firstName + " " + this.lastName;

}

}

let p1 = new Person('John', 'Doe');

let p2 = new Person('Jane', 'Doe');

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

In this syntax, the class moves the property initialization to the constructor method. It also packs the getFullName() method in the same place as the constructor function.

The class syntax looks cleaner and less verbose. However, it’s syntactic sugar over the constructor/prototype pattern with some enhancements.

For more information on the classes, check out the [JavaScript class tutorial](https://www.javascripttutorial.net/es6/javascript-class/).

Summary

* Use JavaScript constructor/prototype to define a custom type in ES5.
* Initialize the object properties in the constructor function and define methods and properties that can be shared by all instances in the prototype object.

JavaScript Prototypal Inheritance

**Summary**: in this tutorial, you’ll learn how the JavaScript prototypal inheritance works.

Introduction to JavaScript prototypal inheritance

If you’ve worked with other object-oriented programming languages such as Java or C++, you’ve been familiar with the inheritance concept.

In this programming paradigm, a class is a blueprint for creating objects. If you want a new class to reuse the functionality of an existing class, you can create a new class that extends the existing class. This is called **classical inheritance**.

JavaScript doesn’t use **classical inheritance**. Instead, it uses **prototypal inheritance**.

In prototypal inheritance, an object “inherits” [properties](https://www.javascripttutorial.net/javascript-object-properties/) from another object via the [prototype](https://www.javascripttutorial.net/javascript-prototype/) linkage.

JavaScript prototypal inheritance and \_\_proto\_\_

Let’s take an example to make the concept clear.

The following defines a person object:

let person = {

name: "John Doe",

greet: function () {

return "Hi, I'm " + this.name;

}

};

Code language: JavaScript (javascript)

In this example, the person object has a property and a method:

* name is a property that stores the person’s name.
* greet is a method that returns a greeting as a string.

By default, the JavaScript engine provides you with a built-in Object() function and an anonymous object that can be referenced by the Object.prototype:

Note that the circle represents a function while the square represents an object.

The person object has a link to the anonymous object referenced by the Object() function. The [[Prototype]] represents the linkage:

It means that the person object can call any methods defined in the anonymous object referenced by the Object.prototype likes this. For example, the following shows how to call the toString() method via the person object:

console.log(person.toString());

Code language: JavaScript (javascript)

Output:

[object Object]

Code language: JavaScript (javascript)

The [object Object] is the default string representation of an object.

When you call toString() method via person, the JavaScript engine cannot find it on the person object. Therefore, the JavaScript engine follows the prototype chain and searches for the method in the Object.prototype object.

Since the JavaScript engine can find the toString() method in the Object.prototype object, it executes the toString() method.

To access the prototype of the person object, you can use the \_\_proto\_\_ property as follows

console.log(person.\_\_proto\_\_);

Code language: JavaScript (javascript)

The following shows the person.\_\_proto\_\_ and Object.prototype references the same object:

console.log(person.\_\_proto\_\_ === Object.prototype); *// true*

Code language: JavaScript (javascript)

The following defines the teacher object that has the teach() method:

let teacher = {

teach: function (subject) {

return "I can teach " + subject;

}

};

Code language: JavaScript (javascript)

Like the person object, the teacher.\_\_proto\_\_ references the Object.prototype as illustrated in the following picture:

If you want the teacher object to access all methods and properties of the person object, you can set the prototype of teacher object to the person object like this:

teacher.\_\_proto\_\_ = person;

Code language: JavaScript (javascript)

Note that you should never use the \_\_proto\_\_ property in the production code. Please use it for demonstration purposes only.

Now, the teacher object can access the name property and greet() method from the person object via the prototype chain:

console.log(teacher.name);

console.log(teacher.greet());

Code language: JavaScript (javascript)

Output:

John Doe

Hi, I'm John Doe

Code language: JavaScript (javascript)

When you call the greet() method on the teacher object, the JavaScript engine finds it in the teacher object first.

Since the JavaScript engine cannot find the method in the teacher object, it follows the prototype chain and searches for the method in the person object. Because the JavaScript can engine can find the greet() method in the person object, it executes the method.

In JavaScript, we say that the teacher object inherits the methods and properties of the person object. And this kind of inheritance is called prototypal inheritance.

A standard way to implement prototypal inheritance in ES5

ES5 provided a standard way to work with prototypal inheritance by using the Object.create() method.

Note that now you should use the newer ES6 [class](https://www.javascripttutorial.net/es6/javascript-class/) and [extends](https://www.javascripttutorial.net/es6/javascript-inheritance/) keywords to implement [inheritance](https://www.javascripttutorial.net/es6/javascript-inheritance/). It’s much simpler.

The Object.create() method creates a new object and uses an existing object as a prototype of the new object:

Object.create(proto, [propertiesObject])

Code language: JavaScript (javascript)

The Object.create() method accepts two arguments:

* The first argument (proto) is an object used as the prototype for the new object.
* The second argument (propertiesObject), if provided, is an optional object that defines additional properties for the new object.

Suppose you have a person object:

let person = {

name: "John Doe",

greet: function () {

return "Hi, I'm " + this.name;

}

};

Code language: JavaScript (javascript)

The following creates an empty teacher object with the \_\_proto\_\_ of the person object:

let teacher = Object.create(person);

Code language: JavaScript (javascript)

After that, you can define properties for the teacher object:

teacher.name = 'Jane Doe';

teacher.teach = function (subject) {

return "I can teach " + subject;

}

Code language: JavaScript (javascript)

Or you can do all of these steps in one statement as follows:

let teacher = Object.create(person, {

name: { value: 'John Doe' } ,

teach: { value: function(subject) {

return "I can teach " + subject;

}}

});

Code language: JavaScript (javascript)

ES5 also introduced the Object.getPrototypeOf() method that returns the prototype of an object. For example:

console.log(Object.getPrototypeOf(teacher) === person);

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

Summary

* Inheritance allows an object to use the properties and methods of another object without duplicating the code.
* JavaScript uses the prototypal inheritance.

Demystifying the JavaScript this Keyword

**Summary**: in this tutorial, you will  learn about the JavaScript this value and understand it clearly in various contexts.

If you have been working with other programming languages such as Java, [C#](https://www.csharptutorial.net/csharp-tutorial/csharp-this/), or [PHP](https://www.phptutorial.net/php-oop/php-this/), you’re already familiar with the this keyword.

In these languages, the this keyword represents the current instance of the class. And it is only relevant within the class.

JavaScript also has this keyword. However, the this keyword in JavaScript behaves differently from other programming languages.

In JavaScript, you can use the this keyword in the [global and function contexts](https://www.javascripttutorial.net/javascript-execution-context/). Moreover, the behavior of the  this keyword changes between strict and non-strict modes.

What is this keyword

In general, the this references the object of which the function is a property. In other words, the this references the object that is currently calling the function.

Suppose you have an object called counter that has a method next(). When you call the next() method, you can access the this object.

let counter = {

count: 0,

next: function () {

return ++this.count;

},

};

counter.next();

Code language: JavaScript (javascript)

Inside the next() function, the this references the counter object. See the following method call:

counter.next();

Code language: CSS (css)

The next() is a function that is the property of the counter object. Therefore, inside the next() function, the this references the counter object.

Global context

In the global context, the this references the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/), which is the window object on the web browser or global object on Node.js.

This behavior is consistent in both strict and non-strict modes. Here’s the output on the web browser:

console.log(this === window); *// true*

Code language: JavaScript (javascript)

If you assign a property to this object in the global context, JavaScript will add the property to the global object as shown in the following example:

this.color= 'Red';

console.log(window.color); *// 'Red'*

Code language: JavaScript (javascript)

Function context

In JavaScript, you can call a [function](https://www.javascripttutorial.net/javascript-function/) in the following ways:

* Function invocation
* Method invocation
* Constructor invocation
* Indirect invocation

Each function invocation defines its own context. Therefore, the this behaves differently.

1) Simple function invocation

In the non-strict mode, the this references the global object when the function is called as follows:

function show() {

console.log(this === window); *// true*

}

show();

Code language: JavaScript (javascript)

When you call the show() function, the this references the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/), which is the window on the web browser and global on Node.js.

Calling the show() function is the same as:

window.show();

Code language: JavaScript (javascript)

In the strict mode, JavaScript sets the this inside a function to undefined. For example:

"use strict";

function show() {

console.log(this === undefined);

}

show();

Code language: JavaScript (javascript)

To enable the strict mode, you use the directive "use strict" at the beginning of the JavaScript file. If you want to apply the strict mode to a specific function only, you place it at the top of the function body.

Note that the strict mode has been available since ECMAScript 5.1. The strict mode applies to both function and nested functions. For example:

function show() {

"use strict";

console.log(this === undefined); *// true*

function display() {

console.log(this === undefined); *// true*

}

display();

}

show();

Code language: JavaScript (javascript)

Output:

true

true

Code language: JavaScript (javascript)

In the display() inner function, the this also set to undefined as shown in the console.

2) Method invocation

When you call a method of an object, JavaScript sets this to the object that owns the method. See the following car object:

let car = {

brand: 'Honda',

getBrand: function () {

return this.brand;

}

}

console.log(car.getBrand()); *// Honda*

Code language: JavaScript (javascript)

In this example, the this object in the getBrand() method references the car object.

Since a method is a property of an object which is a value, you can store it in a variable.

let brand = car.getBrand;

Code language: JavaScript (javascript)

And then call the method via the variable

console.log(brand()); *// undefined*

Code language: JavaScript (javascript)

You get undefined instead of "Honda" because when you call a method without specifying its object, JavaScript sets this to the global object in non-strict mode and undefined in the strict mode.

To fix this issue, you use the [bind()](https://www.javascripttutorial.net/javascript-bind/) method of the Function.prototype object. The bind() method creates a new function whose the this keyword is set to a specified value.

let brand = car.getBrand.bind(car);

console.log(brand()); *// Honda*

Code language: JavaScript (javascript)

In this example, when you call the brand() method, the this keyword is bound to the car object. For example:

let car = {

brand: 'Honda',

getBrand: function () {

return this.brand;

}

}

let bike = {

brand: 'Harley Davidson'

}

let brand = car.getBrand.bind(bike);

console.log(brand());

Code language: JavaScript (javascript)

Output:

Harley Davidson

In this example, the bind() method sets the this to the bike object, therefore, you see the value of the brand property of the bike object on the console.

3) Constructor invocation

When you use the new keyword to create an instance of a function object, you use the function as a constructor.

The following example declares a Car function, then invokes it as a constructor:

function Car(brand) {

this.brand = brand;

}

Car.prototype.getBrand = function () {

return this.brand;

}

let car = new Car('Honda');

console.log(car.getBrand());

Code language: JavaScript (javascript)

The expression new Car('Honda') is a constructor invocation of the Car function.

JavaScript creates a new object and sets this to the newly created object. This pattern works great with only one potential problem.

Now, you can invoke the Car() as a function or as a constructor. If you omit the new keyword as follows:

var bmw = Car('BMW');

console.log(bmw.brand);

*// => TypeError: Cannot read property 'brand' of undefined*

Code language: JavaScript (javascript)

Since the this value in the Car() sets to the global object, the bmw.brand returns undefined.

To make sure that the Car() function is always invoked using constructor invocation, you add a check at the beginning of the Car() function as follows:

function Car(brand) {

if (!(this instanceof Car)) {

throw Error('Must use the new operator to call the function');

}

this.brand = brand;

}

Code language: JavaScript (javascript)

ES6 introduced a meta-property named [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) that allows you to detect whether a function is invoked as a simple invocation or as a constructor.

You can modify the Car() function that uses the new.target metaproperty as follows:

function Car(brand) {

if (!new.target) {

throw Error('Must use the new operator to call the function');

}

this.brand = brand;

}

Code language: JavaScript (javascript)

4) Indirect Invocation

In JavaScript, [functions are first-class citizens](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/). In other words, functions are objects, which are instances of the [Function type](https://www.javascripttutorial.net/javascript-function-type/).

The Function type has two methods: [call()](https://www.javascripttutorial.net/javascript-call/) and [apply()](https://www.javascripttutorial.net/javascript-apply-method/) . These methods allow you to set the this value when calling a function. For example:

function getBrand(prefix) {

console.log(prefix + this.brand);

}

let honda = {

brand: 'Honda'

};

let audi = {

brand: 'Audi'

};

getBrand.call(honda, "It's a ");

getBrand.call(audi, "It's an ");

Code language: JavaScript (javascript)

Output:

It's a Honda

It's an Audi

Code language: PHP (php)

In this example, we called the getBrand() function indirectly using the call() method of the getBrand function. We passed honda and  audi object as the first argument of the call() method, therefore, we got the corresponding brand in each call.

The apply() method is similar to the call() method except that its second argument is an array of arguments.

getBrand.apply(honda, ["It's a "]); *// "It's a Honda"*

getBrand.apply(audi, ["It's an "]); *// "It's a Audi"*

Code language: JavaScript (javascript)

Arrow functions

[ES6](https://www.javascripttutorial.net/es6/)introduced a new concept called [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/). In arrow functions, JavaScript sets the this lexically.

It means the arrow function does not create its own [execution context](https://www.javascripttutorial.net/javascript-execution-context/) but inherits the this from the outer function where the arrow function is defined. See the following example:

let getThis = () => this;

console.log(getThis() === window); *// true*

Code language: JavaScript (javascript)

In this example, the this value is set to the global object i.e., window in the web browser.

Since an arrow function does not create its own execution context, defining a method using an arrow function will cause an issue. For example:

function Car() {

this.speed = 120;

}

Car.prototype.getSpeed = () => {

return this.speed;

};

var car = new Car();

console.log(car.getSpeed()); *// 👉 undefined*

Code language: JavaScript (javascript)

Inside the getSpeed() method, the this value reference the global object, not the Car object but the global object doesn’t have a property called speed. Therefore, the this.speed in the getSpeed() method returns undefined.

JavaScript globalThis

**Summary**: in this tutorial, you’ll learn how to about the JavaScript globalThis object.

Introduction to the JavaScript globalThis object

ES2020 introduced the globalThis object that provides a standard way to access the global object across environments.

Historically, JavaScript had a global object with different names in different environments.

In web browsers, the global object is [window](https://www.javascripttutorial.net/javascript-bom/javascript-window/) or frames.

However, the Web Workers API doesn’t have the window object because it has no browsing context. Hence, the Web Workers API uses self as a global object.

Node.js, on the other hand, uses the global keyword to reference the global object.

| **Environment** | **Global** |
| --- | --- |
| Web Browsers | this |
| Web Workers | self |
| Node.js | global |

If you write JavaScript code that works across environments and needs to access the global object, you have to use different syntaxes like window, frames, self, or global.

To standardize this, ES2020 introduced the globalThis that is available across environments.

For example, the following code checks if the current environment supports the Fetch API:

const canFetch = typeof globalThis.fetch === 'function';

console.log(canFetch);

Code language: JavaScript (javascript)

The code checks if the fetch() function is a property of the global object. In the web browsers, the globalThis is the window object. Therefore, if you run this code on the modern web browser, the canFetch will be true.

The following code returns true on the web browser:

globalThis === window

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

Summary

* Use the globalThis object to reference the global object to make the code works across environments.

JavaScript Object Properties

**Summary**: in this tutorial, you will learn about the JavaScript object’s properties and attributes such as configurable, enumerable, writable, get, set, and value.

Object Property types

JavaScript specifies the characteristics of properties of [objects](https://www.javascripttutorial.net/javascript-objects/) via internal attributes surrounded by the two pairs of square brackets, e.g., [[Enumerable]].

Objects have two types of properties: data and accessor properties.

1) Data properties

A data property contains a single location for a data value. A data property has four attributes:

* [[Configurarable]] – determines whether a property can be redefined or removed via delete operator.
* [[Enumerable]] – indicates if a property can be returned in the [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop.
* [[Writable]] – specifies that the value of a property can be changed.
* [[Value]] – contains the actual value of a property.

By default, the [[Configurable]] , [[Enumerable]]And [[Writable]] attributes set to true for all properties defined directly on an object. The default value of the[[Value]] attribute is undefined.

The following example creates a person object with two properties firstName and lastName with the configurable, enumerable, and writable attributes set to true. And their values are set to 'John' and 'Doe' respectively:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

To change any attribute of a property, you use the Object.defineProperty() method.

The Object.defineProperty() method accepts three arguments:

* An object.
* A property name of the object.
* A property descriptor object that has four properties: configurable, enumerable, writable, and value.

If you use the Object.defineProperty() method to define a property of the object, the default values of [[Configurable]], [[Enumerable]], and [[Writable]] are set to false unless otherwise specified.

The following example creates a person object with the age property:

let person = {};

person.age = 25;

Code language: JavaScript (javascript)

Since the default value of the [[Configurable]] attribute is set to true, you can remove it via the delete operator:

delete person.age;

console.log(person.age);

Code language: CSS (css)

Output:

undefined

Code language: JavaScript (javascript)

The following example creates a person object and adds the ssn property to it using the Object.defineProperty() method:

'use strict';

let person = {};

Object.defineProperty(person, 'ssn', {

configurable: false,

value: '012-38-9119'

});

delete person.ssn;

Code language: JavaScript (javascript)

Output:

TypeError: Cannot delete property 'ssn' of *#<Object>*

Code language: PHP (php)

In this example, the configurable attribute is set to false. herefore, deleting the ssn property causes an error.

Also, once you define a property as non-configurable, you cannot change it to configurable.

If you use the Object.defineProperty() method to change any attribute other than the writable, you’ll get an error. or example:

'use strict';

let person = {};

Object.defineProperty(person, 'ssn', {

configurable: false,

value: '012-38-9119'

});

Object.defineProperty(person, 'ssn', {

configurable: true

});

Code language: JavaScript (javascript)

Output:

TypeError: Cannot redefine property: ssn

Code language: JavaScript (javascript)

By default, the enumerable attribute of all the properties defined on an object is true. t means that you can iterate over all object properties using the [for...in](https://www.javascripttutorial.net/javascript-for-in/)loop like this:

let person = {};

person.age = 25;

person.ssn = '012-38-9119';

for (let property in person) {

console.log(property);

}

Code language: JavaScript (javascript)

Output:

age

ssn

The following makes the ssn property non-enumerable by setting the enumerable attribute to false.

let person = {};

person.age = 25;

person.ssn = '012-38-9119';

Object.defineProperty(person, 'ssn', {

enumerable: false

});

for (let prop in person) {

console.log(prop);

}

Code language: JavaScript (javascript)

Output

age

2) Accessor properties

Similar to data properties, accessor properties also have [[Configurable]] and [[Enumerable]] attributes.

But the accessor properties have the [[Get]] and [[Set]] attributes instead of [[Value]] and [[Writable]].

When you read data from an accessor property, the [[Get]] function is called automatically to return a value. The default return value of the [[Get]] function is undefined.

If you assign a value to an accessor property, the [[Set]] function is called automatically.

To define an accessor property, you must use the Object.defineProperty() method. or example:

let person = {

firstName: 'John',

lastName: 'Doe'

}

Object.defineProperty(person, 'fullName', {

get: function () {

return this.firstName + ' ' + this.lastName;

},

set: function (value) {

let parts = value.split(' ');

if (parts.length == 2) {

this.firstName = parts[0];

this.lastName = parts[1];

} else {

throw 'Invalid name format';

}

}

});

console.log(person.fullName);

Code language: JavaScript (javascript)

Output:

'John Doe'

Code language: JavaScript (javascript)

In this example:

* First, define the person object that contains two properties: firstName and lastName.
* Then, add the fullName property to the person object as an accessor property.

In the fullname accessor property:

* The [[Get]] returns the full name that is the result of [concatenating](https://www.javascripttutorial.net/javascript-string-concat/) of firstName, space, and lastName.
* The [[Set]] method [splits](https://www.javascripttutorial.net/javascript-string-split/) the argument by the space and assigns the firstName and lastName properties the corresponding parts of the name.
* If the full name is not in the correct format i.e., first name, space, and last name, it will [throw an error](https://www.javascripttutorial.net/es6/promise-error-handling/).

Define multiple properties: Object.defineProperties()

In ES5, you can define multiple properties in a single statement using the Object.defineProperties() method. or example:

var product = {};

Object.defineProperties(product, {

name: {

value: 'Smartphone'

},

price: {

value: 799

},

tax: {

value: 0.1

},

netPrice: {

get: function () {

return this.price \* (1 + this.tax);

}

}

});

console.log('The net price of a ' + product.name + ' is ' + product.netPrice.toFixed(2) + ' USD');

Code language: JavaScript (javascript)

Output:

The net price of a Smartphone is 878.90 USD

Code language: CSS (css)

In this example, we defined three data properties: name, price, and tax, and one accessor property netPrice for the product object.

JavaScript object property descriptor

The  Object.getOwnPropertyDescriptor() method allows you to get the descriptor object of a property. The Object.getOwnPropertyDescriptor() method takes two arguments:

1. An object
2. A property of the object

It returns a descriptor object that describes a property. The descriptor object has four properties: configurable, enumerable, writable, and value.

The following example gets the descriptor object of the name property of the product object in the prior example.

let person = {

firstName: 'John',

lastName: 'Doe'

};

let descriptor = Object.getOwnPropertyDescriptor(person, 'firstName');

console.log(descriptor);

Code language: JavaScript (javascript)

Output:

{ value: 'John',

writable: true,

enumerable: true,

configurable: true }

Code language: CSS (css)

Summary

* JavaScript objects have two types of properties: data properties and accessor properties.
* JavaScript uses internal attributes denoted by [[...]] to describe the characteristics of properties such as [[Configurable]], [[Enumerable]], [[Writable]], and  [[Value]], [[Get]], and [[Set]].
* The method Object.getOwnPropertyDescriptor() return a property descriptor of a property in an object.
* A property can be defined directly on an object or indirectly via the Object.defineProperty() or Object.defineProperties() methods. These methods can be used to change the attributes of a property.

JavaScript for…in Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript for...in loop to iterate over the enumerable properties of an object.

Introduction to JavaScript for...in loop

The for...in loop over the [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) that are keyed by strings of an [object](https://www.javascripttutorial.net/javascript-objects/). Note that a property can be keyed by a string or a [symbol](https://www.javascripttutorial.net/es6/symbol/).

A property is enumerable when its internal enumerable flag is set to true.

The enumerable flag defaults to true when a property is created via a simple assignment or via a property initializer:

object.propertyName = value;

or

let obj = {

propertyName: value,

...

};

Code language: JavaScript (javascript)

The following shows the syntax of the for...in loop:

for(const propertyName in object) {

*// ...*

}

Code language: JavaScript (javascript)

The for...in  allows you to access each property and value of an object without knowing the specific name of the property. For example:

var person = {

firstName: 'John',

lastName: 'Doe',

ssn: '299-24-2351'

};

for(var prop in person) {

console.log(prop + ':' + person[prop]);

}

Code language: JavaScript (javascript)

Output:

firstName:John

lastName:Doe

ssn:299-24-2351

Code language: CSS (css)

In this example, we used the for...in loop to iterate over the properties of the person object. We accessed the value of each property using the following syntax:

object[property];

Code language: CSS (css)

The for...in loop & Inheritance

When you loop over the properties of an object that [inherits](https://www.javascripttutorial.net/javascript-prototypal-inheritance/) from another object, the for...in statement goes up in the [prototype](https://www.javascripttutorial.net/javascript-prototype/) chain and enumerates over inherited properties. Consider the following example:

var decoration = {

color: 'red'

};

var circle = Object.create(decoration);

circle.radius = 10;

for(const prop in circle) {

console.log(prop);

}

Code language: JavaScript (javascript)

Output:

radius

color

The circle object has its own prototype that references the decoration object. Therefore, the for...in loop displays the properties of the circle object and its prototype.

If you want to enumerate only the [own properties](https://www.javascripttutorial.net/javascript-own-properties/) of an object, you use the hasOwnProperty() method:

for(const prop in circle) {

if(circle.hasOwnProperty(prop)) {

console.log(prop);

}

}

Code language: JavaScript (javascript)

Output:

radius

The for...in loop and Array

It’s good practice to not use the for...in to iterate over an [array](https://www.javascripttutorial.net/javascript-array/), especially when the order of the array elements is important.

The following example works flawlessly:

const items = [10 , 20, 30];

let total = 0;

for(const item in items) {

total += items[item];

}

console.log(total);

Code language: JavaScript (javascript)

However, someone may set a property of the built-in [Array](https://www.javascripttutorial.net/javascript-array/) type in their libraries as follows:

Array.prototype.foo = 100;

Code language: JavaScript (javascript)

Hence, the for...in will not work correctly. For example:

*// somewhere else*

Array.prototype.foo = 100;

const items = [10, 20, 30];

let total = 0;

for (var prop in items) {

console.log({ prop, value: items[prop] });

total += items[prop];

}

console.log(total);

Code language: JavaScript (javascript)

Output:

{ prop: '0', value: 10 }

{ prop: '1', value: 20 }

{ prop: '2', value: 30 }

{ prop: 'foo', value: 100 }

160

Code language: CSS (css)

Or another example:

var arr = [];

*// set the third element to 3, other elements are `undefined`*

arr[2] = 3;

for (let i = 0; i < arr.length; i++) {

console.log(arr[i]);

}

Code language: JavaScript (javascript)

The output shows three elements of the array, which is correct:

undefined

undefined

3

Code language: JavaScript (javascript)

However, the for...in loop ignores the first two elements:

for (const key in arr) {

console.log(arr[key]);

}

Code language: JavaScript (javascript)

Output:

3

The output shows only the third element, not the first two elements.

Summary

* The for...in loop iterates over the [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) of an object. It also goes up to the [prototype](https://www.javascripttutorial.net/javascript-prototype/) chain and enumerates inherited properties.
* Avoid using for...in loop to iterate over elements of an array, especially when the index order is important.

A Basic Guide to Enumerable Properties of an Object in JavaScript

**Summary**: in this tutorial, you will learn about JavaScript enumerable properties of an object.

Introduction to JavaScript enumerable properties

Enumerable properties are iterated using the for...in loop or Objects.keys() method.

In JavaScript, an [object](https://www.javascripttutorial.net/javascript-objects/) is an unordered list of key-value pairs. The key is usually a [string](https://www.javascripttutorial.net/javascript-string/) or a [symbol](https://www.javascripttutorial.net/es6/symbol/). The value can be a value of any primitive type (string, boolean, number, undefined, or null), an object, or a [function](https://www.javascripttutorial.net/javascript-function/).

The following example creates a new object using the [object literal syntax](https://www.javascripttutorial.net/es6/object-literal-extensions/):

const person = {

firstName: 'John',

lastName: 'Doe

};

Code language: PHP (php)

The person object has two properties: firstName and lastName.

An object property has several internal attributes including value, writable, enumerable and configurable. See the [Object properties](https://www.javascripttutorial.net/javascript-object-properties/) for more details.

The enumerable attribute determines whether or not a property is accessible when the object’s properties are enumerated using the [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop or Object.keys() method.

By default, all properties created via a simple assignment or via a property initializer are enumerable. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

for (const key in person) {

console.log(key);

}

Code language: JavaScript (javascript)

Output:

firstName

lastName

age

In this example:

* The firstName and lastName are enumerable properties because they are created via a property initializer.
* The age property is also enumerable because it is created via a simple assignment.

To change the internal enumerable attribute of a property, you use the Object.defineProperty() method. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

Object.defineProperty(person, 'ssn', {

enumerable: false,

value: '123-456-7890'

});

for (const key in person) {

console.log(key);

}

Code language: JavaScript (javascript)

Output:

firstName

lastName

age

In this example, the ssn property is created with the enumerable flag sets to false, therefore it does not show up in the for...in loop.

ES6 provides a method propertyIsEnumerable() that determines whether or not a property is enumerable. It returns true if the property is enumerable; otherwise false. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

Object.defineProperty(person, 'ssn', {

enumerable: false,

value: '123-456-7890'

});

console.log(person.propertyIsEnumerable('firstName')); *// => true*

console.log(person.propertyIsEnumerable('lastName')); *// => true*

console.log(person.propertyIsEnumerable('age')); *// => true*

console.log(person.propertyIsEnumerable('ssn')); *// => false*

Code language: JavaScript (javascript)

Summary

* A property is enumerable if it has the enumerable attribute sets to true. The obj.propertyIsEnumerable() determines whether or not a property is enumerable.
* A property created via a simple assignment or a property initializer is enumerable.

Understanding Own Properties of an Object in JavaScript

**Summary**: in this tutorial, you will learn about the **own** properties of an object in JavaScript.

In JavaScript, an [object](https://www.javascripttutorial.net/javascript-objects/) is a collection of [properties](https://www.javascripttutorial.net/javascript-object-properties/), where each property a key-value pair.

This example creates a new object called person using an object initializer:

const person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

The person object has two properties: firstName and lastName.

JavaScript uses [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/). Therefore, a property of an object can be either **own** or **inherited**.

A property that is defined directly on an object is **own** while a property that the object receives from its prototype is **inherited**.

The following creates an object called employee that inherits from the person object:

const employee = Object.create(person, {

job: {

value: 'JS Developer',

enumerable: true

}

});

Code language: JavaScript (javascript)

The employee object has its own property job, and inherits firstName and lastName properties from its prototype person.

The hasOwnProperty() method returns true if a property is own. For example:

console.log(employee.hasOwnProperty('job')); *// => true*

console.log(employee.hasOwnProperty('firstName')); *// => false*

console.log(employee.hasOwnProperty('lastName')); *// => false*

console.log(employee.hasOwnProperty('ssn')); *// => false*

Code language: JavaScript (javascript)

Summary

* A property that is directly defined on an object is an own property.
* The obj.hasOwnProperty() method determines whether or not a property is own.

# JavaScript Object.values()

**Summary**: in this tutorial, you will learn how to use the JavaScript Object.values() method to access the own enumerable properties of an object.

Prior to ES2017, you use a [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop and Object.hasOwnProperty()  method to access values of [own](https://www.javascripttutorial.net/javascript-own-properties/) [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) of an [object](https://www.javascripttutorial.net/javascript-objects/). For example:

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25

};

for (const key in person) {

if (person.hasOwnProperty(key)) {

const value = person[key];

console.log(value);

}

}

Code language: JavaScript (javascript)

Output:

John

Doe

25

ES2017 introduces a new method called Object.values() that allows you to return an [array](https://www.javascripttutorial.net/javascript-array/) of own enumerable property’s values of an object.

The following shows the syntax of the Object.values():

Object.values(obj)

Code language: JavaScript (javascript)

The Object.values() accepts an object and returns its own enumerable property’s values as an array. See the following example:

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25

};

const profile = Object.values(person);

console.log(profile);

Code language: JavaScript (javascript)

Output:

[ 'John', 'Doe', 25 ]

Code language: JSON / JSON with Comments (json)

## Object.values() vs. for...in

The Object.values() returns own enumerable properties while the for...in loop iterates properties in the prototype chain.

Technically, if you use the for...in loop with the Object.hasOwnProperty() method, you will get the same set of values as the Object.values().

JavaScript Object.entries()

**Summary**: in this tutorial, you will learn how to use the JavaScript Object.entries() method.

Introduction to JavaScript Object.entries() method

ES2017 introduces the Object.entries() method that accepts an object and returns its own enumerable string-keyed property [key, value] pairs of the object.

Here is the syntax of the Object.entries() method:

Object.entries()

Code language: JavaScript (javascript)

See the following example:

const ssn = Symbol('ssn');

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25,

[ssn]: '123-345-789'

};

const kv = Object.entries(person);

console.log(kv);

Code language: JavaScript (javascript)

Output:

[

['firstName', 'John'],

['lastName', 'Doe'],

['age', 25]

]

Code language: JSON / JSON with Comments (json)

In this example:

* The firstName, lastName, and age are own enumerable string-keyed property of the person object, therefore, they are included in the result.
* The ssn is not a string-key property of the person object, so it is not included in the result.

Object.entries() vs. for...in

The main difference between the Object.entries() and the for...in loop is that the for...in loop also enumerates object [properties](https://www.javascripttutorial.net/javascript-object-properties/) in the [prototype chain](https://www.javascripttutorial.net/javascript-prototype/).

JavaScript Object.is()

**Summary**: in this tutorial, you will learn about the JavaScript Object.is() to check if two values are the same.

The Object.is() behaves like the === operator with two differences:

* -0 and +0
* NaN

Negative zero

The === operator treats -0 and +0 are the same value:

let amount = +0,

volume = -0;

console.log(volume === amount);

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

However, the Object.is() treats +0 and -0 as different values. For example:

let amount = +0,

volume = -0;

console.log(Object.is(amount, volume));

Code language: JavaScript (javascript)

Output

false

Code language: JavaScript (javascript)

NaN

The === operator considers NaN and NaN are different values. The NaN is the only number that does not equal itself. For example:

let quantity = NaN;

console.log(quantity === quantity);

Code language: JavaScript (javascript)

Output:

false

However, Object.is() treats NaN as the same value:

let quantity = NaN;

console.log(Object.is(quantity, quantity));

Output:

true

See the following sameness comparison table for reference:
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JavaScript Factory Functions

**Summary**: in this tutorial, you will learn about the JavaScript factory functions which are functions that return objects.

Introduction to the factory functions in JavaScript

A factory function is a [function](https://www.javascripttutorial.net/javascript-function/) that returns a new [object](https://www.javascripttutorial.net/javascript-objects/). The following creates a person object named person1:

let person1 = {

firstName: 'John',

lastName: 'Doe',

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

console.log(person1.getFullName());

Code language: JavaScript (javascript)

Output:

John Doe

The person1 object has two properties: firstName and lastName, and one method getFullName() that returns the full name.

Suppose that you need to create another similar object called person2, you can duplicate the code as follows:

let person2 = {

firstName: 'Jane',

lastName: 'Doe',

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

console.log(person2.getFullName());

Code language: JavaScript (javascript)

Output:

Jane Doe

In this example, the person1 and person2 objects have the same properties and methods.

The problem is that the more objects you want to create, the more duplicate code you have.

To avoid copying the same code all over again, you can define a function that creates the person object:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName,

getFullName() {

return firstName + ' ' + lastName;

},

};

}

Code language: JavaScript (javascript)

When a function creates and returns a new object, it is called a factory function. The createPerson() is a factory function because it returns a new person object.

The following show how to use the createPerson() factory function to create two objects person1 and person2:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName,

getFullName() {

return firstName + ' ' + lastName;

},

};

}

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

By using the factory function, you create any number of the person objects without duplicating code.

When you create an object, the JavaScript engine allocates memory to it. If you create many person objects, the JavaScript engine needs lots of memory spaces to store these objects.

However, each person object has a copy of the same getFullName() method. It’s not efficient memory management.

To avoid duplicating the same getFullName() function in every object, you can remove the getFullName() method from the person object:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName

}

}

Code language: JavaScript (javascript)

And move this method to another object:

var personActions = {

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

Code language: JavaScript (javascript)

And before calling the getFullName() method on the person object, you can assign the method of the personActions object to the person object as follows:

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

person1.getFullName = personActions.getFullName;

person2.getFullName = personActions.getFullName;

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

This approach is not scalable if the object has many methods because you have to manually assign them individually. This is why the Object.create() method comes into play.

The Object.create() method

The Object.create() method creates a new object using an existing object as the [prototype](https://www.javascripttutorial.net/javascript-prototype/) of the new object:

Object.create(proto, [propertiesObject])

Code language: CSS (css)

So you can use the Object.create() as follows:

var personActions = {

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

function createPerson(firstName, lastName) {

let person = Object.create(personActions);

person.firstName = firstName;

person.lastName = lastName;

return person;

}

Code language: JavaScript (javascript)

Now, you can create person objects and call the methods of the personActions object:

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

The code works perfectly fine. However, in practice, you will rarely use the factory functions. Instead, you use [classes](https://www.javascripttutorial.net/es6/javascript-class/) or [constructor/prototype](https://www.javascripttutorial.net/javascript-constructor-prototype/) patterns.

Summary

* A factory function is a function that returns a new object.
* Use Object.create() to create an object using an existing object as a prototype.

JavaScript Object Destructuring

**Summary**: in this tutorial, you’ll learn about JavaScript object destructuring which assigns properties of an object to individual variables.

If you want to learn how to destructure an [array](https://www.javascripttutorial.net/javascript-array/), you can check out the [array destructuring tutorial](https://www.javascripttutorial.net/es6/destructuring/).

Introduction to the JavaScript object destructuring assignment

Suppose you have a person object with two properties: firstName and lastName.

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

Prior to ES6, when you want to assign properties of the person object to variables, you typically do it like this:

let firstName = person.firstName;

let lastName = person.lastName;

Code language: JavaScript (javascript)

ES6 introduces the object destructuring syntax that provides an alternative way to assign [properties](https://www.javascripttutorial.net/javascript-object-properties/) of an [object](https://www.javascripttutorial.net/javascript-objects/) to variables:

let { firstName: fname, lastName: lname } = person;

Code language: JavaScript (javascript)

In this example, the firstName and lastName properties are assigned to the fName and lName variables respectively.

In this syntax:

let { property1: variable1, property2: variable2 } = object;

Code language: JavaScript (javascript)

The identifier before the colon (:) is the property of the object and the identifier after the colon is the variable.

Notice that the property name is always on the left whether it’s an object literal or object destructuring syntax.

If the variables have the same names as the properties of the object, you can make the code more concise as follows:

let { firstName, lastName } = person;

console.log(firstName); *// 'John'*

console.log(lastName); *// 'Doe'*

Code language: JavaScript (javascript)

In this example, we declared two variables firstName and lastName, and assigned the properties of the person object to the variables in the same statement.

It’s possible to separate the declaration and assignment. However, you must surround the variables in parentheses:

({firstName, lastName} = person);

If you don’t use the parentheses, the JavaScript engine will interpret the left-hand side as a block and throw a syntax error.

When you assign a property that does not exist to a variable using the object destructuring, the variable is set to undefined. For example:

let { firstName, lastName, middleName } = person;

console.log(middleName); *// undefined*

Code language: JavaScript (javascript)

In this example, the middleName property doesn’t exist in the person object, therefore, the middleName variable is undefined.

Setting default values

You can assign a default value to the variable when the property of an object doesn’t exist. For example:

let person = {

firstName: 'John',

lastName: 'Doe',

currentAge: 28

};

let { firstName, lastName, middleName = '', currentAge: age = 18 } = person;

console.log(middleName); *// ''*

console.log(age); *// 28*

Code language: JavaScript (javascript)

In this example, we assign an empty string to the middleName variable when the person object doesn’t have the middleName property.

Also, we assign the currentAge property to the age variable with the default value of 18.

However, when the person object does have the middleName property, the assignment works as usual:

let person = {

firstName: 'John',

lastName: 'Doe',

middleName: 'C.',

currentAge: 28

};

let { firstName, lastName, middleName = '', currentAge: age = 18 } = person;

console.log(middleName); *// 'C.'*

console.log(age); *// 28*

Code language: JavaScript (javascript)

Destructuring a null object

A function may return an object or null in some situations. For example:

function getPerson() {

return null;

}

Code language: JavaScript (javascript)

And you use the object destructuring assignment:

let { firstName, lastName } = getPerson();

console.log(firstName, lastName);

Code language: JavaScript (javascript)

The code will throw a TypeError:

TypeError: Cannot destructure property 'firstName' of 'getPerson(...)' as it is null.

Code language: JavaScript (javascript)

To avoid this, you can use the OR operator (||) to fallback the null object to an empty object:

let { firstName, lastName } = getPerson() || {};

Code language: JavaScript (javascript)

Now, no error will occur. And the firstName and lastName will be undefined.

Nested object destructuring

Assuming that you have an employee object which has a name object as the property:

let employee = {

id: 1001,

name: {

firstName: 'John',

lastName: 'Doe'

}

};

Code language: JavaScript (javascript)

The following statement destructures the properties of the nested name object into individual variables:

let {

name: {

firstName,

lastName

}

} = employee;

console.log(firstName); *// John*

console.log(lastName); *// Doe*

Code language: JavaScript (javascript)

It’s possible to do multiple assignement of a property to multiple variables:

let employee = {

id: 1001,

name: {

firstName: 'John',

lastName: 'Doe'

}

};

let {

name: {

firstName,

lastName

},

name

} = employee;

console.log(firstName); *// John*

console.log(lastName); *// Doe*

console.log(name); *// { firstName: 'John', lastName: 'Doe' }*

Code language: JavaScript (javascript)

Destructuring function arguments

Suppose you have a function that displays the person object:

let display = (person) => console.log(`${person.firstName} ${person.lastName}`);

let person = {

firstName: 'John',

lastName: 'Doe'

};

display(person);

Code language: JavaScript (javascript)

It’s possible to destructure the object argument passed into the function like this:

let display = ({firstName, lastName}) => console.log(`${firstName} ${lastName}`);

let person = {

firstName: 'John',

lastName: 'Doe'

};

display(person);

Code language: JavaScript (javascript)

It looks less verbose especially when you use many properties of the argument object. This technique is often used in React.

Summary

* Object destructuring assigns the properties of an object to variables with the same names by default.

JavaScript Optional Chaining Operator

**Summary**: in this tutorial, you’ll learn about the optional chaining operator (?.) that simplifies the way to access values through connected objects.

Introduction to the JavaScript optional chaining operator

The optional chaining operator (?.) allows you to access the value of a [property](https://www.javascripttutorial.net/javascript-object-properties/) located deep within a chain of [objects](https://www.javascripttutorial.net/javascript-objects/) without explicitly checking if each reference in the chain is null or undefined.

If one of the references in the chain is null or undefined, the optional chaining operator (?.) will short circuit and return undefined.

Suppose that you have a function that returns a user object:

function getUser(id) {

if(id <= 0) {

return null;

}

*// get the user from database*

*// and return null if id does not exist*

*// ...*

*// if user was found, return the user*

return {

id: id,

username: 'admin',

profile: {

avatar: '/avatar.png',

language: 'English'

}

}

}

Code language: JavaScript (javascript)

The following uses the getUser() function to access the user profile:

let user = getUser(1);

let profile = user.profile;

Code language: JavaScript (javascript)

However, if you pass the id that is less than or equal to zero or the id doesn’t exist in the database, the getUser() function will return null.

Therefore, before accessing the avatar property, you need to check if the user is not null using the [logical operator](https://www.javascripttutorial.net/javascript-logical-operators/) AND:

let user = getUser(2);

let profile = user && user.profile;

Code language: JavaScript (javascript)

In this example, we confirm that the user is not null or undefined before accessing the value of user.profile property. It prevents the error that would occur if you simply access the user.profile directly without checking the user first.

ES2020 introduced the optional chaining operator denoted by the question mark followed by a dot:

?.

Code language: JavaScript (javascript)

To access a property of an object using the optional chaining operator, you use one of the following:

objectName ?. propertyName

objectName ?. [expression]

Code language: JavaScript (javascript)

The optional chaining operator implicitly checks if the user is not null or undefined before attempting to access the user.profile:

let user = getUser(2);

let profile = user ?. profile;

Code language: JavaScript (javascript)

In this example, if the user is null or undefined, the optional chaining operator (?.) immediately returns undefined.

Technically, it is equivalent to the following:

let user = getUser(2);

let profile = (user !== null || user !== undefined)

? user.profile

: undefined;

Code language: JavaScript (javascript)

Stacking the optional chaining operator

In case the user object returned by the getUser() does not have the profile property. Trying to access the avatar without checking the user.profile first will result in an error.

To avoid the error, you can use the optional chaining operator multiple times like this:

let user = getUser(-1);

let avatar = user ?. profile ?. avatar;

Code language: JavaScript (javascript)

In this case, the avatar is undefined.

Combining with the nullish coalescing operator

If you want to assign a default profile to the user, you can combine the optional chaining operator (?.) with the nullish coalescing operator (??) as follows:

let defaultProfile = { default: '/default.png', language: 'English'};

let user = getUser(2);

let profile = user ?. profile ?? defaultProfile;

Code language: JavaScript (javascript)

In this example, if the user.profile is null or undefined, the profile will take the defaultProfile due to the nullish coalescing operator:

Using optional chaining operator with function calls

Suppose that you have a file API as follows:

let file = {

read() {

return 'file content';

},

write(content) {

console.log(`Writing ${content} to file...`);

return true;

}

};

Code language: JavaScript (javascript)

This example calls the read() method of the file object:

let data = file.read();

console.log(data);

Code language: JavaScript (javascript)

If you call a method that doesn’t exist in the file object, you’ll get a TypeError:

let compressedData = file.compress();

Code language: JavaScript (javascript)

Error:

Uncaught TypeError: file.compress is not a function

Code language: JavaScript (javascript)

However, if you use the optional chaining operator with the method call, the expression will return undefined instead of throwing an error:

let compressedData = file.compress?.();

Code language: JavaScript (javascript)

The compressedData is now undefined.

This is useful when you use an API in which a method might be not available for some reason e.g., a specific browser or device.

The following illustrates the syntax for using the optional chaining operator with a function or method call:

functionName ?. (args)

Code language: JavaScript (javascript)

The optional chaining operator (?.) is also helpful if you have a function with an optional [callback](https://www.javascripttutorial.net/javascript-callback/):

function getUser(id, callback) {

*// get user*

*// ...*

let user = {

id: id,

username: 'admin'

};

*// test if the callback exists*

if ( callback ) {

callback(user);

}

return user;

}

Code language: JavaScript (javascript)

By using the optional chaining operator, you can skip the test if the callback exists:

function getUser(id, callback) {

*// get user*

*// ...*

let user = {

id: id,

username: 'admin'

};

*// test if the callback exists*

callback ?. (user);

return user;

}

Code language: JavaScript (javascript)

Summary

* The optional chaining operator (?.) returns undefined instead of throwing an error if you attempt to access a property of an null or undefined object: obj ?. property.
* Combine the optional chaining operator (?.) with the nullish coalescing operator (??) to assign a default value.
* Use functionName ?. (args) to avoid explicitly checking if the functionName is not undefined or null before invoking it.

# Object Literal Syntax Extensions in ES6

**Summary**: in this tutorial, you will learn about the syntax extensions of the object literal in ES6 that make your code cleaner and more flexible.

The [object](https://www.javascripttutorial.net/javascript-objects/) literal is one of the most popular [patterns for creating objects in JavaScript](https://www.javascripttutorial.net/create-objects-in-javascript/) because of its simplicity. ES6 makes the object literal more succinct and powerful by extending the syntax in some ways.

## Object property initializer shorthand

Prior to ES6, an object literal is a collection of name-value pairs. For example:

function createMachine(name, status) {

return {

name: name,

status: status

};

}

Code language: JavaScript (javascript)

The createMachine() [function](https://www.javascripttutorial.net/javascript-function/) takes two arguments name and status and returns a new object literal with two properties: name and status.

The name and status properties take the values of the name and status parameters. This syntax looks redundant because name and status mentioned twice in both the name and value of properties.

ES6 allows you to eliminate the duplication when a property of an object is the same as the local variable name by including the name without a colon and value.

For example, you can rewrite the createMachine() function in ES6 as follows:

function createMachine(name, status) {

return {

name,

status

};

}

Code language: JavaScript (javascript)

Internally, when a property of an object literal only has a name, the JavaScript engine searches for a variable with the same name in the surrounding scope. If the JavaScript engine can find one, it assigns the property the value of the variable.

In this example, the JavaScript engine assigns the name and status property values of the name and status arguments.

Similarly, you can construct an object literal from local variables as shown in the following example:

let name = 'Computer',

status = 'On';

let machine = {

name,

status

};

Code language: JavaScript (javascript)

## Computed property name

Prior to ES6, you could use the square brackets( [])  to enable the **computed property names** for the properties on objects.

The square brackets allow you to use the string literals and variables as the property names.

See the following example:

let name = 'machine name';

let machine = {

[name]: 'server',

'machine hours': 10000

};

console.log(machine[name]); *// server*

console.log(machine['machine hours']); *// 10000*

Code language: JavaScript (javascript)

The name variable was initialized to a value of 'machine name'. Since both properties of the machine object contains a space, you can only reference them using the square brackets.

In ES6, the computed property name is a part of the object literal syntax, and it uses the square bracket notation.

When a property name is placed inside the square brackets, the JavaScript engine evaluates it as a string. It means that you can use an expression as a property name. For example:

let prefix = 'machine';

let machine = {

[prefix + ' name']: 'server',

[prefix + ' hours']: 10000

};

console.log(machine['machine name']); *// server*

console.log(machine['machine hours']); *// 10000*

Code language: JavaScript (javascript)

The machine object’s properties evaluate to 'machine name' and 'machine hours', therefore you can reference them as the properties of the machine object.

## Concise method syntax

Prior to ES6, when defining a method for an object literal, you need to specify the name and full function definition as shown in the following example:

let server = {

name: "Server",

restart: function () {

console.log("The" + this.name + " is restarting...");

}

};

Code language: JavaScript (javascript)

ES6 makes the syntax for making a method of the object literal more succinct by removing the colon (:) and the function keyword.

The following example rewrites the server object above using the ES6 syntax.

let server = {

name: 'Server',

restart() {

console.log("The" + this.name + " is restarting...");

}

};

Code language: JavaScript (javascript)

This shorthand syntax is also known as the **concise method syntax**. It’s valid to have spaces in the property name. For example:

let server = {

name: 'Server',

restart() {

console.log("The " + this.name + " is restarting...");

},

'starting up'() {

console.log("The " + this.name + " is starting up!");

}

};

server['starting up']();

Code language: JavaScript (javascript)

In this example, the method 'starting up' has spaces in its name. To call the method, you use the following syntax:

object\_name['property name']();

Code language: CSS (css)

In this tutorial, you have learned how to use some new object literal syntax extensions in ES6 including property initializer shorthand, computed properties, and concise method syntax.